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Abstract

Computational thinking is a teaching methodology that has been successfully applied to STEM education. However, its use outside STEM education seems to be quite limited. This study aims to report a small-scale experiment in which a small group of students were taught elements of the Greek language using STEM education methodology. Since computational thinking is mainly about algorithms and their use in teaching, the study has used some tools to implement the corresponding ideas. The results of this project are encouraging and the study indicates that language learning can greatly benefit from using computational thinking.
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1. Introduction

Whether we like it or not, we live in a global village and we need to be able to communicate with our fellow humans. Since people speak different languages, most people opt to communicate in languages that are widely used. Currently, English (in particular American English) is the de facto lingua franca. Thus, most people strive to learn English to be able to communicate with other people even by using simple websites such as YouTube (Allobaid, 2020), programmed Artificial intelligence dialogue systems (Zhai, 2023; Huntington et al., 2023; Hellmich & Vinall 2023), and other mobile technology which helps to improve learners cognitive and individualism also helping teachers to facilitate learning (Togaibayeva et al., 2022). As a result of this, many language teachers are trying to develop and devise different methodologies to effectively teach English to non-English speakers (Brown, 2009). Language teachers that teach different languages to their students usually have adopted these methodologies to their particular teaching subject, since there is no reason to reinvent any wheel!

The Erasmus+ project allows schools to form partnerships and collaborate on the exploration of various subjects. Most of these subjects are, let us say, naive but sometimes they are quite sophisticated. In 2018, six schools from Austria, Greece, Cyprus, Portugal, Serbia, and Romania formed a partnership to explore the use of different teaching methodologies in different contexts. Because of the pandemic, they did not have the chance to work on the full extent of the idea of the project, nevertheless, they managed to apply, to some degree, computational thinking to language teaching. However, to examine the usefulness of this idea, we decided, since we were members of this partnership, to check these ideas by introducing the Greek language using computational thinking to students with no prior knowledge of Greek whatsoever.

The term computational thinking was coined by Seymour Papert (1928–2016) in his book entitled “Mindstorms: Children, Computers, and Powerful Ideas” in 1980 (Papert, 1980). In this book, he also introduced the samba schools for computation, which are the computational analog of the samba dance schools of Rio de Janeiro. These are not schools since they do not offer instruction in a formal setting. However, people practice and often perform and this is an informal way to teach samba to newcomers. Papert was convinced that since traditional teaching methods have reached their limits, these samba schools could be used to teach programming and, more generally, they could be the starting point for a new teaching methodology. Later on, Papert (1996) in his paper entitled “An Exploration in the Space of Mathematics Educations” noted:

The goal is to use computational thinking to forge ideas that are at least as “explicative” as the Euclid-like constructions (and hopefully more so) but more accessible and more powerful.

Firstmost, Papert was a mathematician, then an educator, and, finally, a computer scientist. Based on his understanding, he designed and implemented the LOGO programming language to facilitate the teaching of mathematics (this should be clear from the previous quotation). Nevertheless, LOGO is not a good teaching vehicle for people who want to introduce programming to novices (Syropoulos & Stavrianos, 2014). Although Papert was the one who coined the term “computational thinking”, still it was Jeannette Marie Wing (Wing, 2008) who defined what is computational thinking [see also (Pollak & Ebner, 2019) for a recent overview of the subject]. In a nutshell, Wing defined computational thinking as a problem-solving methodology, a systems design methodology, and a tool to understand human behavior based on the fundamental ideas of informatics.

1.1. Literature review

1.1.1. What is computational thinking?

One could define computational thinking as a teaching methodology that is based on the way people program computers. In general, when we code to solve any problem with a computer, we try to find ways to represent the components of the problem with data structures. Then, we apply
computational methods to these structures to solve the problem. Going from concrete objects to data structures is a form of abstraction. Let us give a concrete example to make clear the process. If one person has five apples and she gets two more apples, then she will have seven apples. Similarly, if she has five pears and then she gets two more pears, in the end, she will have seven pears. From these, one can easily deduce that $5 + 2 = 7$.

In programming, we usually go one step further and abstract structures that are quite useful. For example, a queue and a stack are two “structures” that we find in our everyday life and an abstraction of them is usually quite useful when trying to solve problems that involve them. Unfortunately, it is not possible to add stacks, although sometimes it makes sense to add queues. In addition, it is not possible to multiply either stacks or queues with numbers. Furthermore, it is impossible to merge two algorithms to faster solve any particular problem. Thus, the abstractions we are talking about do not have the clean and easily definable algebraic properties of mathematical abstractions.

In computing, formal languages are of paramount importance. For example, the syntax of all programming languages is defined by formal languages. In particular, each formal language consists of an alphabet (a set of distinct symbols) whose elements are called letters, a set of words (sequences of letters), and a set of words that are well-formed according to a set of rules. For example, the ten decimal digits plus the decimal sign may form an alphabet, each positive decimal is a word, and the set of positive decimal numbers is a language. In mathematics, the union of two formal languages is a well-defined operation, nevertheless, the union of two formal programming languages, is a meaningless operation. Thus, it makes no sense to try to define the union of Java with, say, Python or Perl!

A third problem that concerns computational abstractions is that things like stacks and queues are used in programs that are executed by real machines. Practically, this means that although a stack may have an unlimited number of elements, a real-life stack can hold a limited number of elements and this depends on the available computational resources. This is why programmers should take care of abnormal situations (a programmer should take measures to prevent a stack overflow).

When working with rich abstractions (abstractions that are more elaborate than those encountered in mathematics) it is crucial to be able to define the right level of abstraction for each specific case. The abstraction process by which we decide what details we need to highlight and what details we can ignore forms the basis of computational thinking.

When coding a computer program, we usually work with layers. For example, when someone designs a library (i.e., a collection of routines that can be used to solve a set of similar problems), she has to design an interface that will allow users to easily use this library. In computer parlance, this interface is known as API (application programming interface). Thus, the programmer does not need to know which people are going to use the library and at the same time, potential users do not need to know the implementation details of the library to use it effectively. In a nutshell, we could say that the basic practical details of computational thinking are the definition of abstractions, working with multiple layers of abstraction, and understanding the relationships among the different layers.

When coding our basic “mental” are abstractions. The power of these “mental” tools is increased by the power of the tools on which we run them. In a final analysis, one could argue that programming is a process by which we automate our abstractions. Automation is deeply connected to computing devices that will interpret abstractions. Since humans are biological machines able to compute, it is possible that a human being can be a computer. Moreover, it is quite possible to have a combination of a conventional computer and a human to act as a computer. Furthermore, a computer network could be used as a computer. To what extent a human can perform difficult computational tasks is an open problem [see (Syropoulos, 2008) for more details].

1.1.2. Computational thinking everywhere
Bundy (2007) has noted that “computational thinking is influencing research in nearly all disciplines, both in the sciences and the humanities.” In addition, he introduced the idea that concepts common in computation can be considered as a new language for describing hypotheses and theories. Furthermore, he goes on to assert that if one wants to understand the 21st Century, then one must first understand computation. To prove his points, he mentioned a series of seminars held at the University of Edinburgh that explored these ideas. At these seminars, one or more experts have discussed the influence of computational thinking on their discipline. The disciplines included physics, biology, medicine, philosophy, architecture, and education. Here we are interested in the application of computational thinking to education, in general, and language learning, in particular.

If we want to train students to be able to use computational thinking in solving problems, we need to first train and educate teachers. It is our understanding that computational thinking is not part of the program planning of curricula in most EU countries. Moreover, it is not clear if educational institutes of these countries push decision-makers to integrate this learning and problem-solving methodology into school curricula. However, Yadav et al. (2014) reported a study on the design of computational thinking modules and their introduction to elementary and secondary education schools in the United States. Not so surprisingly, the results of this effort were quite promising.

The general introduction of computational thinking in elementary and secondary education is a very interesting subject. Jacob et al. (2018) have concluded that the introduction of computational thinking in STEM education is relatively easy. One may argue that this happens because students who are good in STEM lessons are well-versed in programming, but this is not the general case. Although computational thinking has its roots in informatics, still it is not part of informatics like, say, compiler construction theory or database theory. Voogt et al. (2015) explained why computational thinking is more than programming and why it might be helpful to expose students to programming concepts and ideas. Some authors [see (Voogt et al., 2015)] have suggested that a good understanding of the following subjects could be beneficial to students aiming to use computational thinking: data collection, data analysis, data representation, problem decomposition, abstraction, algorithm and procedures, automation, parallelization (i.e., processing data by many different agents at the same time), and simulation. An alternative approach is the use of computational thinking as a problem-solving process that has the following characteristics:

1. formulation of problems in a way that enables us to use a computer and other tools to help solve them.
2. logical organization and analysis of data;
3. representation of data through abstractions such as models and simulations;
4. automation of solutions through algorithmic thinking (a series of ordered steps);
5. identification, analysis, and implementation of possible solutions to achieve the most efficient and effective combination of steps and resources; and
6. generalization and transfer of the problem-solving process to a wide variety of problems.

1.1.3. Computational Thinking and Foreign Language Learning

When computational thinking finds its way into school curricula, it is obvious that foreign language learning will be affected. The real question is how can this happen? To answer this question, we need to understand if and how linguistics has been affected by computational thinking, in general. To start with, let us note that the syntax of a language, in general, or of a linguistic structure, in particular, can be described by Chomsky’s (1959) grammar. In addition, today people are using special tree-like diagrams to study and analyze linguistic structures. Furthermore, in recent years some scholars have tried to use the intuitionistic type theory, which was introduced by Per Erik Rutger Martin-Löf, to study linguistic structures (Ranta, 1994). Also, many scholars have used categorical grammars and the calculus of Jim Lambek in the semantic analysis of languages (Carpenter, 1997). Of course, one should not forget computational linguistics, natural language processing, and the recent developments in chatbot technology (i.e., programs like ChatSpot, Chat GPT, Bing Chat, and Bard). Naturally, all these
imply that computational thinking can be used in foreign language teaching. But let us try to be concrete.

Suppose that a teacher has to introduce her students to conditional/hypothetical sentences of the English language. The first form of the sentences has the following general form: if + present simple, ... will + infinitive. Clearly, one can express this form with grammars, syntax trees, etc. Going from a linguistic pattern to a computational structure is a form of abstraction. In case one has to form a conditional sentence of this form, she has to know what is the present simple and what is the infinitive. Note that here we break the original problem into subproblems to solve it. What is intriguing, at least for us, is that here we “subconsciously” use computational thinking to solve a problem. From this simple example, and many more, we have concluded that people who are knowledgeable in computational thinking can use it in foreign language teaching. Also, teachers who, in addition, have some programming skills, can use their skills to create games and tools that would make learning really fun (Amukune et al., 2022; Bakan et al., 2022).

There is something that every teacher who attempts to use computational thinking in her classes should do—under no circumstances a teacher should make use of computational terms or, even worse, of mathematical formalism in her classes. Students should not be aware that they are using an algorithm or that they are using abstractions. However, there are cases where we describe a method that can tackle a particular problem. Since in most cases, these methods are algorithms, a teacher must describe them using simple everyday terms (Jacob et al., 2018). Thus, we can use words like plan of action or strategy instead of the word algorithm. To explain what is a “plan of action,” a teacher can use a morning routine to demonstrate the idea. For example, someone has to wake up at a specific time during work days, she must have breakfast, use the bathroom, etc. All these actions make a (fuzzy) algorithm and describe easily what it means to apply a “plan of action” to achieve something. The morning routine is fuzzy because we generally describe what it involves whereas algorithms tend to be quite precise. We are convinced that this is not a real problem, at least when one tries to explain the notion of an algorithm.

1.2. Purpose of study

It seems that most European educational systems are not open to innovation in the sense that teachers are expected to strictly follow the curricula and adhere to the general teaching methodology and goals. Of course, there is a rationale behind this philosophy but still, we believe there should be room for innovation. This is the “bad” news. The “good” news is that schools can experiment and innovate by forming strategic partnerships for schools only in the framework of the Erasmus+ project (of course schools should apply for funding and if their application is successful, then they can proceed with their experiments). We teach in two different schools that participated in such a strategic partnership whose title was “Teach Me Differently.” This partnership aimed to use different teaching methodologies and to examine their usability and usefulness. One of the schools, the 2nd Gymnasium of Xanthi, Greece, according to the original plan, had to investigate the use of computational thinking in foreign language teaching. Since these partnerships involve trips where a small group of teachers and students from each participating school visit one school and participate in activities that are implemented and sometimes designed by the host school.

2. Method and materials

The mini-course was a four-day event and on the fifth day everybody who attended the course answered a questionnaire about the course. In what follows, we will describe a mini course where we tried to introduce the Greek language to teachers and students from different countries who had no prior knowledge of the language.

The study and its findings follow the ethical standards of conducting experimental research, and the study’s findings pose no harm to the participants, environment, or organizations involved.

3. Results
The first day started by introducing computational thinking and giving a summary of what is the essence of learning in the 21st century. This overview is shown in Figure 1. Note that instead of explicitly stating what we taught our audience, in what follows, we will just show the screens of the presentations that we have used during the lectures.

**Figure 1**
The essence of learning in the 21st century

---

The next important task was to make the audience familiar with the Greek alphabet. A good idea was to introduce them to the alphabet through a mapping. The Greek state uses a standard transliteration to “translate” foreign names into Greek and Greek names into English. Some sites implement this transliteration and allow users to write their names using Greek letters. Thus, we asked students and teachers to write their names in their language. Most participants used the Latin alphabet to write their names, but the Serbians used a version of the Cyrillic alphabet, nevertheless, they used the English transliteration that was printed on their passports. Figure 2 shows the complete slide of the presentation that was designed to introduce people to the Greek alphabet. In addition, we briefly presented some diphthongs and the tonos, an accent that indicates stress. Here we employed an algorithm that can teach learners the sounds of the Greek letters. One needs to go from familiar things to, let us say, uncharted territories.

**Figure 2**
How to get to know the Greek alphabet.
On the second day, we introduced our audience to the meaning of syntactic rules. We wanted to give them a brief overview and then allow them to create simple sentences in Greek. In Figure 3, we show the basic ideas regarding syntactic rules that we wanted to teach to our audience whereas, in Figure 4, we show the basic ideas regarding syntax that we thought our audience needed to know.

**Figure 3**

*An overview of syntax and syntactic rules*

- Do languages have similar or even identical syntax?
  - Yes! The so-called Indo-European languages share many characteristics, including their basic syntax.
  - However, there are many languages like Turkish, Cherokee that are quite different.
  - A single Cherokee word can convey ideas that would require multiple English words to express.
  - The basic word order of Turkish is subject-object-verb while in Greek it is subject-verb-object.
  - What is the basic word order of Yoda’s version of English? It is object-subject-verb.

**Figure 4**

*A brief overview of what is syntax.*
Figure 5 shows the simple exercise that both students and teachers had to do. The exercise is about the formation of simple sentences using the word order of Greek, where one can choose from a set of objects, subjects, and verbs.

**Figure 5**

An exercise on sentence formation.

The next subject we tried to introduce to our audience was the notion of inflected forms of nouns and adjectives. In the Greek language each noun has eight different forms and an adjective has twenty-four different forms. The reason is there are four cases in the singular form and four in the plural form. In addition, there are three grammatical genders and each of them has four cases for the singular and four cases for the plural form. We have managed to find an association between the Tetris game and the procedure to choose the right case of a noun or an adjective. Figure 6 explains the association. In addition, we introduced our audience to the meaning of the cases in the Greek language and tried to make sure they understood them by asking them to do an exercise. The exercise is shown in Figure 7.
Once the audience had a “working” understanding of elements of the Greek language, we asked them to answer a questionnaire whose purpose was the evaluation of the mini course.

3.1. Evaluating the Mini Course

To evaluate the mini-course, we designed a questionnaire (see Appendix) and asked all participants to answer it. The questions are quite simple as we wanted to be sure that the participants understood the basic things they were introduced to. In general, most participants had no problem...
correctly answering most questions. We have noticed that they did not understand the notion of word order as most answers were wrong. What was interesting was the answers to the last question. The time constraints did not allow us to elaborate on many things. So, students expected something people learn in normal language classes (e.g., useful, daily phrases) and not about inflection or word order. Of course, we wanted to experiment and so we had to make some rather “strange” but completely justified choices. All in all, we think this was a somehow successful experiment.

4. Conclusions

Teaching students a subject with a new methodology is not an easy task and certainly not a straightforward task. One needs to carefully see how the new methodology can be used in the classroom. Ideally, one should do some experiments where students will be exposed to the new methodology, and from this interaction, the teacher must draw her conclusions.

The researchers have performed such an experiment on a small scale but we understood that it works. Students got a basic understanding of computational thinking and they managed to use the new tools that we introduced to them. We are convinced that computational thinking can be fully used in foreign language learning classes and we are sure the outcome will be quite beneficial to both teachers and students.
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APPENDIX

May 20, 2022

Questionnaire for the participants of the Erasmus+ Teach Me Differently Training Event for Pupils
Host Organization: 2nd Gymnasium of Xanthi, Greece.
Xanthi, Greece from May 16 till May 20, 2022

1. What is Computational Thinking?
   ○ A programming methodology.
   ○ A way to advance cooking skills.
   ○ A teaching methodology.
   ○ A method to advance one’s typing skills.

2. Who “invented” Computational Thinking?
   ○ Seymour Papert.
   ○ Jeannette Marie Wing.
   ○ Ayrton Senna.
   ○ Stephen Glenn Martin.

3. What one cannot do with Computational Thinking?
   ○ Solve problems.
   ○ Explore new worlds.
   ○ Design systems.
   ○ Understand the human behavior.

4. What is not important for Computational Thinking?
   ○ Knowing how to generalize from specific instances.
   ○ Be able to understand that certain situations may have multiple outcomes.
   ○ Be able to build something large by putting together collections of smaller parts.
5. How many letters does the Greek Alphabet have?
   ○ 33.
   ○ 24.
   ○ 26.
   ○ 28.

6. What is Syntax?
   ○ A strange Greek word.
   ○ The structure of a sentence.
   ○ Rules that specify where words should be placed.
   ○ All the above.

7. The basic word order of Greek is
   ○ verb-subject-object.
   ○ subject-verb-object.
   ○ object-verb-subject.
   ○ subject-object-verb.

8. What is inflection?
   ○ An action of a muscle.
   ○ A grammatical phenomenon.
   ○ A change to the form of a word that shows a change in the way it is used in sentences.
   ○ A way to specify that something will happen in the future.

9. How many cases does the Modern Greek language have?
   ○ 12
   ○ 6
   ○ 5
   ○ 4

10. Write down with a few words what you think about this training event.