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Abstract

This study aims to conduct a literature review to explore the justification for including programming and coding in K–12 curricula. Additionally, it considers the value of teaching computational thinking and programming principles, pedagogical strategies, and the advantages and drawbacks of teaching programming to young students. Most studies acknowledge that programming courses effectively motivate and engage students and achieve learning objectives. However, research reveals that teachers lack the skills to teach programming, and even seasoned educators may find it challenging to develop and implement the necessary pedagogical strategies. Researchers recommend using frameworks based on sociocultural theories of learning, increased resources and training, student-centered instruction, and lowering teacher workload, which has led various nations to re-evaluate their curricula. Finally, the review concludes by suggesting the need for more research on how teaching and learning programming affects learning in other academic disciplines.
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1. Introduction

It is commonly accepted that learning programming is difficult (Luxton-Reilly, 2016; Tsukamoto et al., 2016). School children who are novice programmers struggle with typical programming tasks such as projecting program output, determining the proper order of commands, or designing a simple program to address a problem (Luxton-Reilly, 2016). Moreover, teaching programming to such learners is challenging as the majority of teachers lack sufficient training (Gal-Ezer & Stephenson, 2014; Neil et al., 2014; Sentence et al., 2019; Szabo et al., 2019).

1.1. Purpose of study

In this context, it is essential to understand why schools are implementing programming and coding in the K-12 curriculum. This necessity warranted a comprehensive review of current literature to explore the rationale for introducing programming into the K-12 curriculum. The research question guiding this literature review is:

What is the compelling rationale for including programming and coding in the K-12 curriculum?

The key objectives of this review paper are to Examine the significance of introducing programming in the K-12 curriculum; Examine the significance of teaching programming principles to K-12 students; Explore the advantages and disadvantages of teaching programming in K-12; Explore the lessons learned from different countries that have included programming in K-12 curriculum; Investigate the changes needed in the educational context to teach programming.

2. Materials and methods

To answer the research question and to meet the objectives of this paper, a comprehensive review of introductory-programming literature was carried out. The search terms used were ‘programming’, ‘introductory’, ‘K-12’, ‘curriculum’, ‘schools’, ‘programming principles’, ‘pros and cons’, and ‘teaching programming’. The databases included EBSCOhost, Eric, Sage, Taylor & Francis, ACM Full-Text Collection, IEEE Xplore, Science Direct, Springer Link, Scopus database as well as Google Scholar. The screening and eligibility criteria for selecting, including, and excluding articles were:

1. Including articles from peer-reviewed journals, conferences, and working papers
2. Including articles relevant to the topic of introducing programming in K-12
3. Excluding articles that were not in English
4. Excluding articles that did not explicitly discuss and evaluate introductory programming in K-12
5. Including quantitative and qualitative studies

3. Results

3.1. Introducing programming in K-12 curricula

Computer programming in K-12 has become not just necessary, but mandatory, and countries around the world are including programming and coding as part of their curricula (Dong et al., 2019; Floyd, 2019; Moreno-León et al., 2016; Scherer et al., 2020; Sentence et al., 2019; Szabo et al., 2019). The rationale for the increased interest in computer programming is the growing need for specialists with coding abilities, as well as the need for individuals with a basic understanding of computer science in the digitalised society of the future (Balanskat & Engelhardt, 2015; Lindberg et al., 2019). Programming is being introduced into K-12 under the assumption that it will help students acquire 21st-century skills which include creative thinking, self-efficacy, problem-solving, critical thinking, communication, and
cooperation skills (Ananiadou & Claro, 2009; Ceker & Ozdamli, 2016; Duncan & Bell, 2015; Grover & Pea, 2013; Psycharis & Kallia, 2017; Scherer et al., 2020).

The explosion of innovative technologies, such as extended technologies which comprise virtual reality, augmented reality, and mixed reality, and the extensive use of mobile devices over the past decade has increased the need for the rapid integration of programming (Sterling, 2016; Wohlgenannt et al., 2020). This is because a skilled workforce specialised in programming languages (for example, HTML, JavaScript, C#, ReactJS, Scratch, and Python, to name a few) is needed to effectively participate in a world full of digital objects, and, in particular, creating the apps that run on mobile devices (Moreno-León et al., 2016).

The new solutions provided by technology also contribute to the development of such skills, notably, teaching programming or coding training, which has been considered to have the capacity to compel or enact many changes in education at various stages (Bers et al., 2014; Giordano & Maiorana, 2015). The ability to program is the foundation of coding, and the foundation of programming is the algorithm; these skills are built on problem-solving abilities, one of the essential tools that enable students to succeed in real life (Tondeur et al., 2019; Trilling & Fadel, 2009). Although coding and programming are synonymously or interchangeably used in the literature to refer to the written instructions utilised to control a computer (Lloyd & Chandra, 2020), ‘coding in the curriculum’ appears to be the desired alternative to programming at present (Sterling, 2016, p. 79).

In recent years, coding training has gained importance for use in visual programming languages (for example, Alice, Kodu, Code.org, and Scratch), to improve students ‘computational thinking skills (Babori et al., 2016; Curzon, 2013; Resnick et al., 2010). It is strongly suggested that students receive algorithm training prior to receiving coding training since what is vital is to be able to visualise and sequentially follow the procedures that establish the foundation of the program one by one (Babori et al., 2016).

One of the crucial skills is computational thinking, as it is considered valuable in STEM-related academic disciplines, such as mathematics and technology (Campbell & Heller, 2019; Scherer et al., 2020). Consequently, there has been an extraordinary effort to rekindle interest in STEM education, and much of the debate around technology, or the ‘T’ in STEM education, has concerned whether programming and coding should become a required component of the school curriculum (Sterling, 2016). It is for these reasons that a plethora of empirical research has focused on this topic, to attempt to explain the factual relationship between teaching programming or coding and computational thinking skills (Bers et al., 2014; Campbell & Heller, 2019; Dong et al., 2019; Pears et al., 2017; Resnick et al., 2010). Lindberg et al. (2019) also point out an increasing global trend in learning computational thinking in education, which reveals the importance of embedding programming within the school curriculum.

3.2. The significance of teaching programming principles

3.2.1. The principles

The principles of a programming language are a set of rules and norms governed by communicating instructions (high-level instruction or assembly-level instruction) to a machine or, particularly, a computer (Balanskat & Engelhardt, 2015). A programming language is a vocabulary and a set of grammatical rules programmers use to give instructions so that computers can execute or perform specific tasks (Chen, 2020). Programming languages are classified as machine-level (used by computers and consists of only two symbols 1 & 0), assembly-level (for example MIPS, INTEL64/AMDG64, ARM64, THUMPs, 6502), or high-level languages (for example, languages, such as BASIC, C, C++, COBOL, Java, FORTRAN, Ada, Pascal). Although many languages share similarities, each has its own syntax (Chen, 2020). Syntax is the grammar or the rules that define the structure of a language, while semantics
assigns computational meaning to valid strings in a programming language (Harper, 2016). Without syntax, the meaning or semantics of a language is nearly impossible to understand (Harper, 2016).

3.2.2. The tools

A major distinction between instructional programming tools is whether they offer text-based (for example, Python, Java and JavaScript, C++) or block-based (for example, Scratch, Blockly, Snap) visual programming (Lindberg et al., 2019). Block-based programming, an introductory system, is usually considered to be easier for beginners to simulate coded language by using colorful forms in a canvas work area which can be dragged and dropped with a mouse instead of typing to form a sequenced program (Lindberg et al., 2019; Moors et al., 2018). Text-based programming tools—such as Cobol, FORTRAN, Python, Java, Action Script, Arduino Integrated Development Environments, and Processing—are used in professional contexts (Lindberg et al., 2019; Sentance et al., 2019). As students develop, they can use blocks to create a program and understand the complexity of text-based language. However, students must learn the principles of programming, such as events, sequencing, loops/iteration, functions, and variables, throughout K-12 teaching (Moors et al., 2018).

3.2.3. The significance of computational thinking

Today, computational thinking is emphasised in K-12 education because it is deemed vital to computer programming and problem solving, abilities that enable students to be creators of digital material rather than just users. Computational thinking is a problem-solving process (Pears et al., 2017) that includes: decomposition, pattern recognition, algorithm design, and abstraction. Decomposition is a method of breaking down a task or problem into smaller steps or components. Pattern recognition entails breaking down a problem into its constituent parts, for example, to identify the pattern behind raw data: 2, 5, 8, 11, 14, 17, 20, 23, 26, and so on. Although number sets are easy, identifying patterns involving shapes, sounds or images might be difficult (Pears et al., 2017). Abstraction is a method for managing computer-system complexity. It works by establishing a level of complexity at which a user interacts with the system, hiding more complex features below the present level (Pears et al., 2017). Algorithms involve independent instructions or writing the steps in a pseudo-code that a computer can use to solve the problem (Pears et al., 2017).

3.2.4. Strategies for teaching principles of programming

Denning (2003) argues that teaching approaches in computer science should include programming, modeling, validation, innovating, and applying. Teaching also entails the application of principles, for example, clarity, efficiency, reliability, and security, as well as the function of mechanics such as communication, computation, automation, and reuse. Thus, programming or coding in education is not a new concept. Rather, it has recently gained increased popularity as a result of newly designed programming tools that are easier for young students to understand. Sentance et al. (2019) developed a strategy by drawing on Vygotsky’s sociocultural theory of human learning, to guide the teaching of the principles of programming. The authors focused on mediation or the use of language to connect students, peers, and teachers; scaffolding learning, and the use of models or exemplars to facilitate learning.

3.3. The benefits and disadvantages of teaching programming

The successful integration of programming in K-12 classrooms may open up new doors for significant opportunities in topics other than computer science. Programming, for example, could serve as a tool for knowledge-building and assisting students ‘transition from passive consumers to active creators (Psycharis & Kallia, 2017; Tundjungsari, 2016).
One study which examined the benefits of introducing programming in K-12 education is that of Wilson and Moffat (2010). Overall, the study examined the impact of utilising Scratch to teach rudimentary programming to young children. When the researchers assessed the children’s cognitive progress, they discovered that the students could quickly learn to write basic programs and enjoyed the exercise. The researchers also interviewed the teacher, who confirmed that several of the students exceeded his expectations. Despite the minimal cognitive gain, the fundamental advantage of Scratch in this study appears to be that its enjoyability makes learning how to program a pleasant experience, as opposed to the frustration and anxiety that so frequently seems to characterise the typical learning process.

The benefits of programming have long been acknowledged in several studies (Ananiadou & Claro, 2009; Ceker & Ozdamli, 2016; Duncan & Bell, 2015; Grover & Pea, 2013). These include developing students’ digital literacy; improving resourcefulness and creativity; enabling both outcomes- and process-oriented thinking; motivating learners; internalising knowledge with long-term memory use; acquiring problem-solving, spatial thinking, and critical thinking skills; as well as learning to work as part of a team (Akpinar & Altun, 2014; Framework for 21st Century Learning, 2017).

One of the reasons for the preference for programming is that teachers consider it to be a fun activity that can engage students (Humble et al., 2020). Recent studies have confirmed these findings. For instance, teachers have integrated programming with gamification to maximise student motivation and engagement by making them feel excited and enthusiastic (Lindberg et al., 2018; Pontes et al., 2019).

Recent research evidence is consistent with previous findings (Wilson & Moffat, 2010) that suggest that the cognitive benefits of learning to program are promising (Scherer et al., 2020, 2021). Through their research, Scherer et al. (2020, 2021) also argue that students’ coding skills, as well as other skills such as creative thinking and mathematical problem-solving, can be transferred to other disciplines or domains.

The incorporation of programming into the K-12 curriculum has also introduced new challenges, such as limited access to technology and the internet, a lack of enthusiasm, and a lack of digital competence (Tsukamoto et al., 2016). However, multiple studies have found that textual programming is more complex and difficult to master for new programmers than block programming (Lindberg et al., 2019; Moors et al., 2018; Sentance et al., 2019). Textual programming tools can be difficult to learn and teach, even with well-chosen teaching and learning resources, because many individuals struggle with the syntax of textual programming (Sentance et al., 2019). When teaching programming to elementary-school pupils, textual programming did not appeal to students when compared to block programming in terms of motivation and confidence (Tsukamoto et al., 2016). This implies that text-based programming may be less suitable for teaching coding to younger students. Therefore, researchers have suggested the use of unplugged coding or learning programming skills without the use of technology.

The aforementioned challenges are also why teachers tend to compare textual programming tools to block programming tools concerning opportunities and challenges (Lindberg et al., 2019). The second reason is that unplugged programming is perceived as fun and easy but might be limited to younger students (Humble et al., 2020). In contrast to these claims, and that of Tsukamoto et al. (2016) in particular, Moors et al. (2018) found that block-based programming may reduce children’s confidence as a result of the sudden shift toward syntax-heavy languages.

Results related to the pros and cons of block- and text-based programming suggest that teaching students about the program may be a complex process (Szabo et al., 2019). Nevertheless, recent studies have discovered low dropout rates among computing students (Watson & Li, 2014), and it has been suggested that the difficulties encountered by beginners may be the result of unrealistic expectations.
rather than inherent subject complexity (Luxton-Reilly, 2016), implying the need to begin teaching programming as early as possible.

Considering the results of previous studies, we can assume that it is difficult to design and conduct introductory programming classes, especially when K-12 students with weak or no literacy abilities are involved. This difficulty is exacerbated by a lack of recognition of computing as a field in K-12 curricula, as well as the fact that computing modules might be interdisciplinary and taught by various teachers (Gal-Ezer & Stephenson, 2014; Neil et al., 2014). Furthermore, teachers may lack the requisite expertise as well as access to adequate training and professional development (Neil et al., 2014). Another issue is that schools may have minimal infrastructure available for teachers (Gal-Ezer & Stephenson, 2014). Sentance et al. (2019) support these findings by suggesting that even experienced teachers with little or no experience in teaching programming may struggle to establish and implement the pedagogical strategies required to teach this subject.

Furthermore, when learning to code, instructors must deal with time constraints (Humble et al., 2020; Tundjungsari, 2016). Time constraints are a recurring finding and have also been reported in various countries (Hijón-Neira et al., 2017). Researchers assert that ignoring contextual factors, such as the above-mentioned, leads to the failure of the reform intended (Alshumaimeri, 2022; Fullan, 2007; Wedell & Alshumaimeri, 2014; Wedell & Malderez, 2013).

Several potential objections to introducing programming in the K-12 curriculum have been refuted by Sterling (2016). The first objection is that teaching programming or coding lacks a suitable pedagogical foundation. Sterling claims that the pedagogy is clearly defined and that most researchers agree that Scratch works effectively (Babori et al., 2016; Curzon, 2013; Resnick et al., 2010). However, the issue is using a block-based programming language, avoiding small syntax concerns, and wanting to see the results of executing programs rapidly. Sterling’s second argument is that there is a misconception that there is a lack of evidence base establishing programming/coding as beneficial. However, research has provided evidence of the benefits of programming/coding (Scherer et al., 2021; Wilson & Moffat, 2010). Sterling (2016) contends that the demand for programming is motivated mostly by vested interests. However, advocating for programming in the curriculum is not the same as advocating for computers in schools. The drivers for programming are public interest groups as well as vendors, and there is no dearth of quality, free and open-source resources. Nonetheless, there is tremendous potential for research on discerning conflicting product claims and educational settings for programming.

3.4. Lessons learned from different countries that taught programming in K-12

In most countries (for example, Australia, the United States, and the UK), programming is an end in itself, as the emphasis is on the likely benefits of coding and the skills required for entering the labor market (Lloyd & Chandra, 2020). Other governments are considering programming from a different perspective, as they pay more attention to the educational impact of learning to program at an early age, using coding as a medium to learn various disciplines (Moreno-León et al., 2016). However, teachers lack training in teaching coding and computational thinking (Lloyd & Chandra, 2020). The study of Mouza et al. (2017, p. 61) from the United States revealed that teachers only have a ‘surface understanding’ of programming concepts and were unable to effectively transfer knowledge into practice. Research suggests that, shortly, there will be a dearth of well-trained teachers with relevant technological and pedagogical skills (Cabrera, 2019; Yadav et al., 2016). The importance of teaching programming implies that this is an urgent issue for teacher education (Yadav et al., 2016).

According to evidence from Sweden, teachers are unsure of what programming entails in terms of practice and concepts, as well as how programming knowledge could be evaluated (Vinnervik, 2022). Teachers face various hurdles during the transition process from block-based to text-based...
programming, which include their programming skills, the quality of course materials, and the realisation that their students lack prior programming knowledge. Furthermore, findings suggest that technology teachers tended to function in isolation and that there was a lack of collaboration. As a result, the expected cooperation between various disciplines was absent when preparing lessons for programming courses (Vinnervik, 2022).

In Sweden, a new curriculum for K-9 education approved by the government in 2018 emphasising interdisciplinary digital competence and programming was introduced (Heintz et al., 2017), although this lacked concrete guidelines on how programming should be involved in the mathematics and technology curricula (Humble et al., 2020). As identified in some earlier studies (Mouza et al., 2017; Yadav et al., 2016), most teachers found this transition demanding, as they lacked technological and pedagogical knowledge (Humble & Mozelius, 2019).

Training is an issue that has been emphasised in studies from all over the world. Just as in the case of Australia, the United States, and the UK, research on schools in Sweden (Heintz et al., 2017), Finland, and Lithuania (Pears et al., 2017) have also found that teachers ‘in-service professional development and training were important to the success of integrating introductory programming into the curriculum. Likewise, teachers in Japan lacked confidence in introducing programming in school programs due to a lack of technological and pedagogical knowledge regarding the use of technology, lack of optimism, preference for traditional teaching methods, and teacher workload (Ohashi, 2017).

Concluding that teachers were not technically prepared or were not enthusiastic about the planned introduction of programming courses, several researchers have proposed solutions and frameworks. Ohashi advocates for increased resources and training, student-centered instruction, and lower teacher workloads. Webb et al. (2016) examined curriculum developments in several countries and discovered that teacher professional development is crucial for facilitating curriculum reform. This finding has been reiterated by many researchers (Aljameel, 2022; Graves, 2021; Soto, 2018; Wedell & Alshumaimeri, 2014; Wedell & Grassick, 2018).

In response to calls from researchers, as many as 16 countries in the European Union have re-evaluated their curriculum and revised it or are in the process of revising it so that their curricula include programming training, while the USA, Turkey and South Korea have started implementing initiatives (Uzunboylu et al., 2017). The aim is to teach programming or writing codes as early as possible so that the children will be in a position to design their projects and applications in the future (Demirer & Sak, 2016). However, Sterling (2016) was critical of the federal government in Florida (USA) for prioritising computer coding at the expense of foreign languages, and for failing to support science and mathematics as a better place for coding instruction in the school curriculum. Sterling considers this an attack on people’s language and culture.

In the United Kingdom, Sentance et al. (2019) developed the PRIMM framework, which is based on Vygotsky’s concepts of zone of proximal development (ZPD), language, more knowledgeable others (MKO), and scaffolding. PRIMM is a method for organising programming classes and activities that consists of five stages: predict, run, investigate, modify, and make. These phases can be utilised in lesson and activity preparation and are intended to help learners at all stages of learning programming in K-12 education.

3.4.1. Mediation through language
In the context of classroom learning, Vygotsky asserts that a child’s development within a ZPD comprises social contact, discourse, and mediated engagement between learners and their teachers (Vygotsky, 1978). This can include instructors or peers, but it can also include artifacts such as class diagrams, data models, printed documents or scripts, books, wall displays, and online learning environments (Sentance
et al., 2019). When understanding how programs work, students should be encouraged to share their findings through the social construction of knowledge. This can be accomplished through pair programming or collaborative tasks such as discussing parts of program code to determine their function. Teaching should promote concentrated discussion of programming constructs and concepts.

### 3.4.2. Moving learning from the social plane to the cognitive plane

Programming activities should be carefully scaffolded so that they are within the student’s ZPD. Using starter programs and teaching code reading implies that the program code first exists on the social plane before it is understood internally. As the understanding deepens, more complicated programming assignments requiring independent problem-solving and creativity will become attainable.

### 3.4.3. The position of the MKO in the ZPD

There are several tools in programming education that provide scaffolding, such as block-based environments that prevent students from making syntax errors. Teachers, as MKO, must demonstrate (using a model or exemplars) how to solve an issue for students. When students collaborate, one peer can be designated as the MKO. In Vygotsky’s terminology, the content (materials) and the framework (structure) are mediating activities, but they should be tailored to be within the learners’ ZPD. This necessitates a thorough understanding of the development and which topics are easier or more difficult for children to grasp.

It is evident from the literature that there is a worldwide push to teach introductory programming and several nations are taking the initiative to incorporate it into the K-12 curriculum. Much can be learned from these practices.

### 3.5. Changes needed for reshaping K-12 education by incorporating introductory programming

Indeed, in many of the world’s education systems, teacher training remains a barrier to developing the necessary skills and confidence levels for the effective incorporation of introductory programming in K-12 education. Over the past two decades, numerous teaching methods have been employed in programming education, including developing algorithms to solve problems and code walkthroughs; code debugging which enables students to examine a given code in greater detail by spotting and resolving errors; and lecture-note reconstruction, metacognition, collaborative pair-programming learning, and active learning (Attard & Busuttil, 2020; Sentance & Csizmadia, 2017).

Attard and Busuttil (2020) provide valuable suggestions for introducing programming and assert that all educators have the responsibility to provide pupils with the finest learning opportunities available since education must change to keep up with the times. Schools and policymakers must exert greater effort in the area of programming education. To better understand the various and efficient teaching strategies for programming, more research is required. Furthermore, students should be given opportunities to solve a variety of problems, work as a team, and, finally, program. There is a need to broaden the scope of programming instead of focusing on the study of particular languages. Students need their programming education to remain current, and new and emerging technologies must be used in programming lessons.

It is evident from the suggestions of Attard and Busuttil (2020) that teachers need support. According to Humble et al. (2020), teachers must be provided with the time and resources they need to study and integrate programming into their lesson plans. To take advantage of the opportunities in both languages, teachers should be allowed to learn both block- and text-based programming. This might also help students prepare more thoroughly for the opportunities and difficulties that come with integrating programming into the classroom (Humble et al., 2020).
To address the challenges facing teachers, school systems should introduce continuous professional development, certification programs, and computer-science credentials at the pre-service teacher level (Campbell & Heller, 2019; Code.org, 2017; CSTA, 2013). Certification programs measure teachers’ knowledge of their subject matter while also highlighting their distinctive qualifications (Code.org, 2017; CSTA, 2013). This then encourages educators to pursue training, creating a loop that produces stronger educators of computer science. In any innovation planning, policymakers need to develop an understanding of the complex, interdependent contextual factors related to the education system as a whole, and other factors related to resources, schools, teachers, and learners (Wedell, 2022). More specifically, policymakers need to understand the pedagogic implications of a new curriculum, its classroom practices, and the roles of different implementers (e.g., teachers, inspectors, and principals). Understanding the context, the roles of the implementers and their needs, new curriculum principles, and pedagogical implications will help policymakers design implementation plans that provide the required support and are designed to overcome emerging innovation challenges (Alshumaimeri, 2022; Wedell, 2022).

4. Conclusion

This literature review elucidated the initiatives taken by schools and educators worldwide to incorporate programming into K–12 curricula. Overall, the evidence supporting the cognitive benefits of learning to code is promising. As with introductory programming courses in K-12 education, much of the work has focused on the difficulties in incorporating programming within the curriculum. Most studies have acknowledged the effectiveness of programming courses in engaging and motivating students and achieving learning outcomes.

The evidence related to teachers’ challenges centers on lack of training. This review discovered a considerable number of studies that identify a need to support teachers in teaching the programming curriculum and in overcoming other challenges. Studies have recommended instructional strategies for introducing programming in schools. However, further research is required to establish the relative effectiveness of these approaches.

Additionally, this review found several gaps in the literature. Compared to computers or computational thinking in K–12, there is a dearth of literature on programming instruction and learning. Moreover, there is a lack of research examining how studying programming affects learning other courses. These gaps in the literature point to the need for more thorough studies to determine the efficacy of teaching techniques for K–12 programming.
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